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Online Resource 1 

C++ Implementation: We implemented a C++ class (Structure5D) to represent an N-

Dimensional (2 < N ≤ 5) image structure and its fields are populated with required information 

such as voxel dimensions, dimensionality, sizes and data types, geometric transformation, time 

point and channel information, and compression information (both compression method and 

level).  

To enable writing and reading of image structures to and from the file, we implemented a C++ 

class with functions to write and read image structures. Two major functions implemented are 

SaveImage5D() and ReadImage5D(). SaveImage5D() ensures that structures, meta data and 

compressed slices, the 256-bit hash and the optional timestamp are serially written to the file. 

The function compresses and concatenates all slices into one flat array of data before writing it 

to the file. In writing the structure to file, the SerializeStructure() function is used to serialize 

information in the structure to the file together with information on header size, version 

numbers and special tags. The Serialize() function is also responsible for the serialization of the 

key-value pair meta information to the file. ReadImage5D() is also a member function 

responsible for reading structures, meta information and compressed slices from a file. The 

function when invoked, also in turn calls two functions namely DeserializeStructure() and 

Deserialize(). DeserializeStructure() reads the structure and determines the compression 

method used at the time of writing the structure to the file. Deserialize() reads the image and 

meta information that was saved during serialization. During deserialization, if it is discovered 

that the file version is not readable by the reading software, an error message pops up indicating 

the need to update the software. 

Hardware and software used for experiments: Microsoft Visual Studio 2017 Community 

Edition installed on Windows 7 (64-bit) operating system was used to compile the C++ code. 

For performance measurements and analysis, Imalytics Preclinical Software (Gremse-IT 

GmbH) [38] and GraphPad Prism 6 software were used. The processor used was a 64-bit quad-



core Intel Core i5-4670 processor with a processing speed of 3.40 GHz. Our network’s nominal 

connection speed was 1 GBit/s. The test was run for 20 consecutive times. 

 

In addition, we use zlib library’s deflate() and inflate() methods for the compression and 

decompression operations respectively. We used Oliver Gay’s SHA256 implementation for the 

generation of the 256-bit message digest [37] and with the help of the OpenSSL library, we 

create and send requests for standard RFC3161 timestamps from the DFN timestamp server. In 

the C++ main function, we assigned some arbitrary values to the required fields in order to 

create three different example structures (3D, 4D and 5D) that are written to their respective gff 

files. 

 

 

Suppl. Table 1 

Consolidated Features of the file format 
• Well-defined file format 
• Easy to use C++ implementation 
• Single file per modality 
• Geometric transformation for registration  
• Up to 5 dimensions  
• Non-equidistant time points  
• Fast and lossless parallel compression and decompression 
• Hash to check file integrity 
• Trusted timestamps (Optional) 
• Easy to anonymize 
• Works for very large files 
• Meta data as key-value pairs  

 


